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**Задание 1**

**В-2**

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Количество потоков | | | | | | | | |
| 1 | 2 | | 4 | | 6 | | 8 | |
| Time | Time | Speedup | Time | Speedup | Time | Speedup | Time | Speedup |
| 20.03 | 10.06 | **1.99** | 5.07 | **3.95** | 3.39 | **5.91** | 2.56 | **7.82** |

**Задание 2**

**В-2**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| n | Количество потоков | | | | | | | | |
| 1 | 2 | | 4 | | 6 | | 8 | |
| Time | Time | Speedup | Time | Speedup | Time | Speedup | Time | Speedup |
|  | 1 | 0.5 | 2 | 0.25 | 4 | 0.17 | 5.88 | 0.13 | 7.69 |
|  | 9.97 | 5 | 1.99 | 2.5 | 3.99 | 1.67 | 5.97 | 1.27 | 7.85 |

**Листинг**

//Задание 1

#include <stdio.h>

#include <math.h>

#include <omp.h>

double func(double x) {

    return (log(1.0 + x) / x);

}

int main()

{

    const double eps = 1E-5;

    const double a = 0.1;

    const double b = 1.0;

    const int n0 = 100000000;

    double sq[2];

    printf("Numerical integration: [%f, %f], n0 = %d, EPS = %f\n", a, b, n0, eps);

    double t = omp\_get\_wtime();

    #pragma omp parallel

    {

        int n = n0, k;

        double delta = 1;

        for (k = 0; delta > eps; n \*= 2, k ^= 1) {

            double h = (b - a) / n;

            double s = 0.0;

            sq[k] = 0;

            #pragma omp barrier // Ждем пока все потоки закончат обнуление sq[k]

            #pragma omp for nowait

            for (int i = 0; i < n; i++)

            s += func(a + h \* (i + 0.5));

            #pragma omp atomic

            sq[k] += s \* h; // Ждем пока все потоки обновят sq[k]

            #pragma omp barrier

            if (n > n0) delta = fabs(sq[k] - sq[k ^ 1]) / 3.0;

        }

            #pragma omp master

            printf("Result Pi: %.12f; Runge rule: EPS %e, n %d\n",

sq[k] \* sq[k], eps, n / 2);

    }

    t = omp\_get\_wtime() - t;

    printf("Elapsed time (sec.): %.6f\n", t);

    return 0;

}

//Задание 2

#include <stdio.h>

#include <stdlib.h>

#include <math.h>

#include <omp.h>

double getrand(unsigned int \*seed) {

    return (double)rand\_r(seed) / RAND\_MAX;

}

double func(double x, double y) {

    return exp(pow(x + y, 2));

}

int main()

{

    const int n = 100000000;

    printf("Numerical integration by Monte Carlo method: n = %d\n", n);

    int in = 0;

    double s = 0;

    double t = omp\_get\_wtime();

    #pragma omp parallel

    {

        double s\_loc = 0;

        int in\_loc = 0;

        unsigned int seed = omp\_get\_thread\_num();

        #pragma omp for nowait

        for (int i = 0; i < n; i++) {

            double x = getrand(&seed);           /\* x in (0, 1) \*/

            double y = getrand(&seed) \* (1 - x); /\* y in (0, 1 - x) \*/

            if ((y < 1 - x) && (y > 0) && (x > 0) && (x < 1)) {

                in\_loc++;

                s\_loc += func(x, y);

            }

        }

        #pragma omp atomic

        s += s\_loc;

        #pragma omp atomic

        in += in\_loc;

    }

    double v = in / n;

    double res = v \* s / in;

    t = omp\_get\_wtime() - t;

    printf("Result: %.12f, n %d\n", res, n);

    printf("Elapsed time (sec.): %.6f\n", t);

    return 0;

}